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1 ЦЕЛЬ РАБОТЫ

Исследовать способы формирования множества Парето-оптимальных решений и определения эффективных решений в этом множестве.

2 ПОСТАНОВКА ЗАДАЧИ

Вариант 2

Требуется для задаваемого множества Х в виде: ![](data:image/x-wmf;base64,183GmgAAAAAAACAKQAIACQAAAABxVgEACQAAA1MBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIgChIAAAAmBg8AGgD/////AAAQAAAAwP///7X////gCQAA9QEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJTAP4GBQAAABMCUwAfCRwAAAD7AqD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9Xe/EmbqBAAAAC0BAQAIAAAAMgqgAWEJAQAAAH15CAAAADIKoAHFBwIAAAAxMAgAAAAyCqABkwcBAAAALDAIAAAAMgqgAegGAQAAADEwCAAAADIKoAEmBQEAAABpMAgAAAAyCqABwgQBAAAALDAIAAAAMgqgAY8DAQAAAHgwCAAAADIKoAG4AgEAAAB7MAgAAAAyCqABVgABAAAAWDAcAAAA+wIA/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3vxJm6gQAAAAtAQIABAAAAPABAQAIAAAAMgr4ATMEAQAAAGkwHAAAAPsCoP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALiu83fBrvN3IED1d78SZuoEAAAALQEBAAQAAADwAQIACAAAADIKoAHeBQEAAAA9MAgAAAAyCqABswEBAAAAPTAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQDqvxJm6gAACgAhAIoBAAAAAAIAAAC88xIABAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==) выполнить определение эффективных решений двухкритериальной задачи выбора с использованием метода последовательных уступок. Значения критериев ![](data:image/x-wmf;base64,183GmgAAAAAAAKABAAICCQAAAACzXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAKgARIAAAAmBg8AGgD/////AAAQAAAAwP///63///9gAQAArQEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIA/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3qhdmrwQAAAAtAQAACAAAADIKuAH2AAEAAAAxeRwAAAD7AqD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9XeqF2avBAAAAC0BAQAEAAAA8AEAAAgAAAAyCmABfAABAAAAZnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQCvqhdmrwAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) и ![](data:image/x-wmf;base64,183GmgAAAAAAAMABIAIDCQAAAADyXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIALAARIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+AAQAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAPJPAXZAgQR2TiVm8gQAAAAtAQAACAAAADIK4AERAQEAAAAyeRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAU8RIA8k8BdkCBBHZOJWbyBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABggABAAAAZnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQDyTiVm8gAACgA4AIoBAAAAAAAAAAAw8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) для соответствующих решений ![](data:image/x-wmf;base64,183GmgAAAAAAAIABAAICCQAAAACTXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAKAARIAAAAmBg8AGgD/////AAAQAAAAwP///63///9AAQAArQEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIA/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3cRNmNQQAAAAtAQAACAAAADIKuAHvAAEAAABpeRwAAAD7AqD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9XdxE2Y1BAAAAC0BAQAEAAAA8AEAAAgAAAAyCmABSwABAAAAeHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQA1cRNmNQAACgAhAIoBAAAAAAAAAABc8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) (![](data:image/x-wmf;base64,183GmgAAAAAAAIAEIAIBCQAAAACwWAEACQAAA/cAAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAKABBIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9ABAAA1QEAAAsAAAAmBg8ADABNYXRoVHlwZQAAQAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJTAAgCBQAAABMCUwApBBwAAAD7AqD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9XeVFGbmBAAAAC0BAQAIAAAAMgqgAc8CAgAAADEwCAAAADIKoAGdAgEAAAAsMAgAAAAyCqAB8gEBAAAAMTAIAAAAMgqgATAAAQAAAGkwHAAAAPsCoP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALiu83fBrvN3IED1d5UUZuYEAAAALQECAAQAAADwAQEACAAAADIKoAHoAAEAAAA9MAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAOaVFGbmAAAKACEAigEAAAAAAQAAALzzEgAEAAAALQEBAAQAAADwAQIAAwAAAAAA)) сведены в матрицу, представленную ниже.
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3 КОД ПРОГРАММЫ

#include <iostream>

using namespace std;

const int n\_f = 2;

const int n\_x = 10;

int in\_array[n\_x][n\_f] = {

{3, 2},

{5, 6},

{5, 4},

{8, 4},

{6, 2},

{3, 8},

{6, 4},

{2, 5},

{9, 2},

{3, 9}

};

int\*\* out\_array, \*\* array\_f1, \*\* array\_f2;

int delta[n\_f] = { 0, 0 };

int index[n\_f] = { 1, 1 };

int result[n\_f];

void find\_dominated(int n\_x, int n\_f, int\* matrix);

int\*\* fill\_out\_array(int n\_x, int n\_f, int x, int\* matrix);

unsigned int count\_not\_dominated(int n\_x, int\* matrix);

void sort(int ind, int n\_x, int n\_f, int\*\* matrix);

int main()

{

setlocale(LC\_ALL, "Russian");

find\_dominated(n\_x, n\_f, &in\_array[0][0]);

unsigned int x = count\_not\_dominated(n\_x, &in\_array[0][0]);

out\_array = fill\_out\_array(n\_x, n\_f, x, &in\_array[0][0]);

// вспомогательные массивы для метода уступок

array\_f1 = new int\* [x];

for (unsigned int i = 0; i < x; i++)

array\_f1[i] = new int[n\_f];

array\_f2 = new int\* [x];

for (unsigned int i = 0; i < x; i++)

array\_f2[i] = new int[n\_f];

// заполним их

for (unsigned int i = 0; i < x; i++)

for (int j = 0; j < n\_f; j++)

array\_f1[i][j] = array\_f2[i][j] = out\_array[i][j];

// отсортируем их

sort(0, x, n\_f, array\_f1);

sort(1, x, n\_f, array\_f2);

// выведем все наши матрицы

cout << "Парето - граница:" << endl;

for (unsigned int i = 0; i < x; i++) {

for (int j = 0; j < n\_f; j++)

cout << out\_array[i][j] << " ";

cout << endl;

}

cout << "f1max:" << endl;

for (unsigned int i = 0; i < x; i++) {

for (int j = 0; j < n\_f; j++)

cout << array\_f1[i][j] << " ";

cout << endl;

}

cout << "f2max:" << endl;

for (unsigned int i = 0; i < x; i++) {

for (int j = 0; j < n\_f; j++)

cout << array\_f2[i][j] << " ";

cout << endl;

}

// метод уступок

while (true) {

if (array\_f1[index[0]][0] == array\_f2[index[1]][0] and array\_f1[index[0]][1] == array\_f2[index[1]][1]) {

result[0] = array\_f1[index[0]][0];

result[1] = array\_f1[index[0]][1];

break;

}

if (array\_f1[index[0] - 1][0] == array\_f2[index[1]][0] and array\_f1[index[0]][1] == array\_f2[index[1] - 1][1]) {

delta[0] += (array\_f1[index[0] - 1][0] - array\_f1[index[0]][0]);

delta[1] += (array\_f2[index[1] - 1][1] - array\_f2[index[1]][1]);

if (delta[0] > delta[1]) {

result[0] = array\_f1[index[0] - 1][0];

result[1] = array\_f1[index[0] - 1][1];

break;

}

if (delta[0] < delta[1]) {

result[0] = array\_f2[index[0] - 1][0];

result[1] = array\_f2[index[0] - 1][1];

break;

}

result[0] = array\_f1[index[0] - 1][0];

result[1] = array\_f1[index[0] - 1][1];

break;

}

delta[0] += (array\_f1[index[0] - 1][0] - array\_f1[index[0]][0]);

delta[1] += (array\_f2[index[1] - 1][1] - array\_f2[index[1]][1]);

if (delta[0] == delta[1]) {

index[0]++, index[1]++;

continue;

}

if (delta[0] > delta[1]) {

index[1]++;

continue;

}

if (delta[0] < delta[1]) {

index[0]++;

continue;

}

}

cout << "Наиболее эффективное решение:" << endl;

cout << "f1 = " << result[0] << ", f2 = " << result[1] << endl;

// освобождение памяти

for (unsigned int i = 0; i < x; i++) {

delete[]out\_array[i];

delete[]array\_f1[i];

delete[]array\_f2[i];

}

return 0;

}

void find\_dominated(int n\_x, int n\_f, int\* matrix)

{

unsigned int i\_want\_to\_eat\_smt\_delicious;

unsigned int second\_one\_wins;

for (int now = 0; now < n\_x; now++)

for (int i = 0; i < (n\_x); i++) {

i\_want\_to\_eat\_smt\_delicious = second\_one\_wins = 0;

for (int j = 0; j < n\_f; j++) {

if ((\*(matrix + now \* n\_f + j)) > (\*(matrix + i \* n\_f + j)))

i\_want\_to\_eat\_smt\_delicious++;

else {

if ((\*(matrix + now \* n\_f + j)) == (\*(matrix + (i)\*n\_f + j))) {

i\_want\_to\_eat\_smt\_delicious++;

second\_one\_wins++;

}

else

second\_one\_wins++;

}

}

if (i\_want\_to\_eat\_smt\_delicious == second\_one\_wins)

continue;

else {

if (i\_want\_to\_eat\_smt\_delicious > second\_one\_wins) {

for (int k = 0; k < n\_f; k++)

(\*(matrix + (i)\*n\_f + k)) = -100;

}

else

for (int k = 0; k < n\_f; k++) {

(\*(matrix + now \* n\_f + k)) = -100;

break;

}

}

}

}

int\*\* fill\_out\_array(int n\_x, int n\_f, int x, int\* matrix)

{

int\*\* array = new int\* [x];

for (int i = 0; i < x; i++)

array[i] = new int[n\_f];

int count = 0;

for (int i = 0; i < n\_x; i++) {

if ((\*(matrix + i \* n\_f)) != -100) {

for (int j = 0; j < n\_f; j++)

array[count][j] = \*(matrix + i \* n\_f + j);

count++;

}

}

return array;

}

unsigned int count\_not\_dominated(int n\_x, int\* matrix)

{

unsigned int count = 0;

for (int i = 0; i < n\_x; i++)

if ((\*(matrix + i \* n\_f)) != -100)

count++;

return count;

}

void sort(int ind, int n\_x, int n\_f, int\*\* matrix)

{

for (int i = n\_x - 1; i >= 0; i--)

{

for (int j = 0; j < i; j++)

{

if (matrix[j][ind] < matrix[j + 1][ind])

{

int tmp[2];

tmp[0] = matrix[j][0];

tmp[1] = matrix[j][1];

matrix[j][0] = matrix[j + 1][0];

matrix[j][1] = matrix[j + 1][1];

matrix[j + 1][0] = tmp[0];

matrix[j + 1][1] = tmp[1];

}

}

}

}

4 РЕЗУЛЬТАТ ВЫПОЛНЕНИЯ ПРОГРАММЫ
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Рисунок 1 – Результат выполнения

ВЫВОД

В ходе выполнения лабораторной работы было найдено эффективное решение двухкритериальной задачи при помощи метода последовательных уступок. Была найдена Парето–граница и при помощи программы, реализующей метод последовательных уступок, было найдено эффективное решение с f1 = 5 и f2 = 6.